**Streams assignments:**

**1.**

**package** stream;

**import** java.util.ArrayList;

**import** java.util.Arrays;

**import** java.util.List;

**import** java.util.function.Predicate;

**class** Fruit{

String name;

**int** calories;

**int** price;

String color;

**public** Fruit(String name, **int** calories, **int** price, String color) {

**super**();

**this**.name = name;

**this**.calories = calories;

**this**.price = price;

**this**.color = color;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** **int** getCalories() {

**return** calories;

}

**public** **void** setCalories(**int** calories) {

**this**.calories = calories;

}

**public** **int** getPrice() {

**return** price;

}

**public** **void** setPrice(**int** price) {

**this**.price = price;

}

**public** String getColor() {

**return** color;

}

**public** **void** setColor(String color) {

**this**.color = color;

}

}

**public** **class** ExampleOfStream {

**public** **static** **void** main(String[] args) {

//create a list of fruit

List<Fruit> fruits = **new** ArrayList<Fruit>();

//adding fruits

fruits.add(**new** Fruit("Banana",85,15,"Yellow"));

fruits.add(**new** Fruit("Apple",95,15,"Red"));

fruits.add(**new** Fruit("Orange",355,15,"Orange"));

fruits.add(**new** Fruit("Guava",200,15,"Green"));

fruits.add(**new** Fruit("Grapes",101,15,"Light Green"));

List<String>fruitsName = fruits.stream()

.filter(p-> p.calories<100)

.map(p -> p.name)

.collect(Collectors.*toList*()); }

System.***out***.println("Calories less than 100: " + fruitsName);

}

}

**Output:**

**![s1.PNG](data:image/png;base64,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)**

**2.**

**package** stream;

**import** java.util.ArrayList;

**import** java.util.Arrays;

**import** java.util.List;

**import** java.util.Map;

**import** java.util.function.Predicate;

**import** java.util.stream.Collectors;

**class** Fruit{

String name;

**int** calories;

**int** price;

String color;

**public** Fruit(String name, **int** calories, **int** price, String color) {

**super**();

**this**.name = name;

**this**.calories = calories;

**this**.price = price;

**this**.color = color;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** **int** getCalories() {

**return** calories;

}

**public** **void** setCalories(**int** calories) {

**this**.calories = calories;

}

**public** **int** getPrice() {

**return** price;

}

**public** **void** setPrice(**int** price) {

**this**.price = price;

}

**public** String getColor() {

**return** color;

}

**public** **void** setColor(String color) {

**this**.color = color;

}

}

**public** **class** ExampleOfStream {

**public** **static** **void** main(String[] args) {

//create a list of fruit

List<Fruit> fruits = **new** ArrayList<Fruit>();

//adding fruits

fruits.add(**new** Fruit("Banana",85,15,"Yellow"));

fruits.add(**new** Fruit("Apple",95,15,"Red"));

fruits.add(**new** Fruit("Orange",355,15,"Orange"));

fruits.add(**new** Fruit("Guava",200,15,"Green"));

fruits.add(**new** Fruit("Grapes",101,15,"Light Green"));

Map<String, String> fruitsName = fruits.stream()

.collect(Collectors.*toMap*(p->p.color, p->p.name));

System.***out***.println(fruitsName);

}

}

**Output:**

**![s2.PNG](data:image/png;base64,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)**

**9.**

**package** stream;

**import** java.util.ArrayList;

**import** java.util.Arrays;

**import** java.util.List;

**import** java.util.stream.Collector;

**import** java.util.stream.Collectors;

**class** Trader{

String name;

String city;

**public** Trader(String name, String city) {

**super**();

**this**.name = name;

**this**.city = city;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** String getCity() {

**return** city;

}

**public** **void** setCity(String city) {

**this**.city = city;

}

}

**class** Transaction{

Trader trader;

**int** year;

**int** value;

**public** Transaction(Trader trader, **int** year, **int** value) {

**super**();

**this**.trader = trader;

**this**.year = year;

**this**.value = value;

}

**public** Trader getTrader() {

**return** trader;

}

**public** **void** setTrader(Trader trader) {

**this**.trader = trader;

}

**public** **int** getYear() {

**return** year;

}

**public** **void** setYear(**int** year) {

**this**.year = year;

}

**public** **int** getValue() {

**return** value;

}

**public** **void** setValue(**int** value) {

**this**.value = value;

}

}

**public** **class** transactions {

**public** **static** **void** main(String[] args) {

//adding Traders

Trader sawan = **new** Trader("Sawan Kundu","Indore");

Trader ana = **new** Trader("Ananya Biswas","Pune");

Trader rudy = **new** Trader("Rudrarup Das","Kolkata");

Trader madhu = **new** Trader("Madhurika Dutta","Pune");

Trader anirban = **new** Trader("Anirban Dey","Bangalore");

Trader anik = **new** Trader("Anik Das","Indore");

//adding transactions

List<Transaction> t1 = Arrays.*asList*(

**new** Transaction(sawan, 2011, 10),

**new** Transaction(ana, 1999, 85),

**new** Transaction(madhu, 2020, 25),

**new** Transaction(rudy, 2006, 45),

**new** Transaction(anik, 2021, 10),

**new** Transaction(anirban, 2025, 20),

**new** Transaction(madhu, 2003, 75),

**new** Transaction(ana, 1999, 85)

);

List<String> condition = t1.stream()

.map(t -> t.getTrader().getCity())

.distinct()

.collect(Collectors.*toList*());

System.***out***.println(condition);

}

}

**![s9.PNG](data:image/png;base64,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)Output:**

**11.**

**package** stream;

**import** java.util.\*;

**import** java.util.Arrays;

**import** java.util.Comparator;

**import** java.util.List;

**import** java.util.stream.Collectors;

**class** Trader{

String name;

String city;

**public** Trader(String name, String city) {

**super**();

**this**.name = name;

**this**.city = city;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** String getCity() {

**return** city;

}

**public** **void** setCity(String city) {

**this**.city = city;

}

}

**class** Transaction{

Trader trader;

**int** year;

**int** value;

**public** Transaction(Trader trader, **int** year, **int** value) {

**super**();

**this**.trader = trader;

**this**.year = year;

**this**.value = value;

}

**public** Trader getTrader() {

**return** trader;

}

**public** **void** setTrader(Trader trader) {

**this**.trader = trader;

}

**public** **int** getYear() {

**return** year;

}

**public** **void** setYear(**int** year) {

**this**.year = year;

}

**public** **int** getValue() {

**return** value;

}

**public** **void** setValue(**int** value) {

**this**.value = value;

}

}

**public** **class** transactions {

**public** **static** **void** main(String[] args) {

//adding Traders

Trader sawan = **new** Trader("Sawan Kundu","Indore");

Trader ana = **new** Trader("Ananya Biswas","Pune");

Trader rudy = **new** Trader("Rudrarup Das","Kolkata");

Trader madhu = **new** Trader("Madhurika Dutta","Pune");

Trader anirban = **new** Trader("Anirban Dey","Bangalore");

Trader anik = **new** Trader("Anik Das","Indore");

//adding transactions

List<Transaction> t1 = Arrays.*asList*(

**new** Transaction(sawan, 2011, 10),

**new** Transaction(ana, 1999, 85),

**new** Transaction(madhu, 2011, 25),

**new** Transaction(rudy, 2006, 45),

**new** Transaction(anik, 2011, 35),

**new** Transaction(anirban, 2011, 20),

**new** Transaction(madhu, 2003, 75),

**new** Transaction(ana, 1999, 85)

);

List<String> condition = t1.stream()

.map(t -> t.getTrader().getName())

.distinct()

.sorted()

.collect(Collectors.*toList*());

System.***out***.println(condition);

//condition.forEach(System.out:: println);

}

}

**![s11.PNG](data:image/png;base64,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)Output:**

**12.**

**package** stream;

**import** java.util.\*;

**import** java.util.Arrays;

**import** java.util.Comparator;

**import** java.util.List;

**import** java.util.stream.Collectors;

**class** Trader{

String name;

String city;

**public** Trader(String name, String city) {

**super**();

**this**.name = name;

**this**.city = city;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** String getCity() {

**return** city;

}

**public** **void** setCity(String city) {

**this**.city = city;

}

}

**class** Transaction{

Trader trader;

**int** year;

**int** value;

**public** Transaction(Trader trader, **int** year, **int** value) {

**super**();

**this**.trader = trader;

**this**.year = year;

**this**.value = value;

}

**public** Trader getTrader() {

**return** trader;

}

**public** **void** setTrader(Trader trader) {

**this**.trader = trader;

}

**public** **int** getYear() {

**return** year;

}

**public** **void** setYear(**int** year) {

**this**.year = year;

}

**public** **int** getValue() {

**return** value;

}

**public** **void** setValue(**int** value) {

**this**.value = value;

}

}

**public** **class** transactions {

**public** **static** **void** main(String[] args) {

//adding Traders

Trader sawan = **new** Trader("Sawan Kundu","Indore");

Trader ana = **new** Trader("Ananya Biswas","Pune");

Trader rudy = **new** Trader("Rudrarup Das","Kolkata");

Trader madhu = **new** Trader("Madhurika Dutta","Pune");

Trader anirban = **new** Trader("Anirban Dey","Bangalore");

Trader anik = **new** Trader("Anik Das","Indore");

//adding transactions

List<Transaction> t1 = Arrays.*asList*(

**new** Transaction(sawan, 2011, 10),

**new** Transaction(ana, 1999, 85),

**new** Transaction(madhu, 2011, 25),

**new** Transaction(rudy, 2006, 45),

**new** Transaction(anik, 2011, 35),

**new** Transaction(anirban, 2011, 20),

**new** Transaction(madhu, 2003, 75),

**new** Transaction(ana, 1999, 85)

);

**boolean** condition = t1.stream()

.anyMatch(t -> t.getTrader().getCity().equals("Indore"));

System.***out***.println(condition);

}

}

**Output:**

**![s12.PNG](data:image/png;base64,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)**

**14.**

**package** stream;

**import** java.util.\*;

**import** java.util.Arrays;

**import** java.util.Comparator;

**import** java.util.List;

**import** java.util.stream.Collectors;

**class** Trader{

String name;

String city;

**public** Trader(String name, String city) {

**super**();

**this**.name = name;

**this**.city = city;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** String getCity() {

**return** city;

}

**public** **void** setCity(String city) {

**this**.city = city;

}

}

**class** Transaction{

Trader trader;

**int** year;

**int** value;

**public** Transaction(Trader trader, **int** year, **int** value) {

**super**();

**this**.trader = trader;

**this**.year = year;

**this**.value = value;

}

**public** Trader getTrader() {

**return** trader;

}

**public** **void** setTrader(Trader trader) {

**this**.trader = trader;

}

**public** **int** getYear() {

**return** year;

}

**public** **void** setYear(**int** year) {

**this**.year = year;

}

**public** **int** getValue() {

**return** value;

}

**public** **void** setValue(**int** value) {

**this**.value = value;

}

}

**public** **class** transactions {

**public** **static** **void** main(String[] args) {

//adding Traders

Trader sawan = **new** Trader("Sawan Kundu","Indore");

Trader ana = **new** Trader("Ananya Biswas","Delhi");

Trader rudy = **new** Trader("Rudrarup Das","Kolkata");

Trader madhu = **new** Trader("Madhurika Dutta","Pune");

Trader anirban = **new** Trader("Anirban Dey","Delhi");

Trader anik = **new** Trader("Anik Das","Indore");

//adding transactions

List<Transaction> t1 = Arrays.*asList*(

**new** Transaction(sawan, 2011, 10),

**new** Transaction(ana, 1999, 85),

**new** Transaction(madhu, 2011, 25),

**new** Transaction(rudy, 2006, 45),

**new** Transaction(anik, 2011, 35),

**new** Transaction(anirban, 2011, 20),

**new** Transaction(madhu, 2003, 75),

**new** Transaction(ana, 1999, 85)

);

Optional<Integer> condition = t1.stream()

.map(Transaction:: getValue)

.max(Integer:: *compare*);

System.***out***.println(condition);

}

}

**![s14.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKcAAAApCAYAAABQrDlEAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAEjSURBVHhe7dfREYIwEEXR1JWCUk9KoAqKIU3QwQrEaEDk+2Xnnpl1FP28s4nBxC3LYuu6nubuGeNviJORnWHjnKaJcT7Dxgn/iBOyiBOyiBOyiBOyfMQ5JwshfCfN7y+K5dg9P30HdQ7inC2FtL02++douezva5z0OCYHcdYAY62xbtGYt6c74hyZmzvnnO6O7eux3jYqRuBmc7Yoj0g/m/Os5LgF2l8BoGz8OEu2+HPn/HOUH79le47CSZxdcA8BPm1V6HFx56zHdbtX9lvzcuckzKG4+UMEf4gTsogTsogTsogTsogTsogTsogTsogTsogTsogTsogTsogTsogTsogTsogTsogTsogTsogTsogTsogTsogTsogTsogTsogTosxe/RUuJQUDaqkAAAAASUVORK5CYII=)**

**Output:**

**15.**

**package** stream;

**import** java.util.\*;

**import** java.util.stream.Collectors;

**class** Trader{

String name;

String city;

**public** Trader(String name, String city) {

**super**();

**this**.name = name;

**this**.city = city;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** String getCity() {

**return** city;

}

**public** **void** setCity(String city) {

**this**.city = city;

}

}

**class** Transaction{

Trader trader;

**int** year;

**int** value;

**public** Transaction(Trader trader, **int** year, **int** value) {

**super**();

**this**.trader = trader;

**this**.year = year;

**this**.value = value;

}

**public** Trader getTrader() {

**return** trader;

}

**public** **void** setTrader(Trader trader) {

**this**.trader = trader;

}

**public** **int** getYear() {

**return** year;

}

**public** **void** setYear(**int** year) {

**this**.year = year;

}

**public** **int** getValue() {

**return** value;

}

**public** **void** setValue(**int** value) {

**this**.value = value;

}

}

**public** **class** transactions {

**public** **static** **void** main(String[] args) {

//adding Traders

Trader sawan = **new** Trader("Sawan Kundu","Indore");

Trader ana = **new** Trader("Ananya Biswas","Delhi");

Trader rudy = **new** Trader("Rudrarup Das","Kolkata");

Trader madhu = **new** Trader("Madhurika Dutta","Pune");

Trader anirban = **new** Trader("Anirban Dey","Delhi");

Trader anik = **new** Trader("Anik Das","Indore");

//adding transactions

List<Transaction> t1 = Arrays.*asList*(

**new** Transaction(sawan, 2011, 10),

**new** Transaction(ana, 1999, 85),

**new** Transaction(madhu, 2011, 25),

**new** Transaction(rudy, 2006, 45),

**new** Transaction(anik, 2011, 35),

**new** Transaction(anirban, 2011, 20),

**new** Transaction(madhu, 2003, 75),

**new** Transaction(ana, 1999, 85)

);

Optional<Integer> condition = t1.stream()

.map(Transaction:: getValue)

.max(Comparator.*reverseOrder*());

System.***out***.println(condition);

}

}

**Output:**
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